**Final**

Problem 1

1. Use regression trees to construct the predictive model.
   1. Split the data set into training and test sets. Use the partition obtained to answer all questions of problem 1.This step should be done once and used on the different models. This means that you should use the same training and test sets to construct your classifiers. Hence, it will be easier to compare the models.

First I imported the Superconductivity Data Set using the url of the file. I then imported train\_test\_split from sklearn.model\_selection. Using this command I was able to split the training and testing set using a 75% split. See code below:

# -\*- coding: utf-8 -\*-

"""

Created on Mon Jun 21 16:17:22 2021

@author: 16319

"""

import pandas as pd

import numpy as np

import matplotlib as mpl

import matplotlib.pyplot as plt

import graphviz

from sklearn.linear\_model import LinearRegression

from sklearn.model\_selection import train\_test\_split

from sklearn.tree import DecisionTreeRegressor, DecisionTreeClassifier, export\_graphviz

from sklearn.ensemble import RandomForestRegressor, GradientBoostingRegressor

from sklearn.metrics import confusion\_matrix, mean\_squared\_error, classification\_report

from sklearn.preprocessing import scale

url = "https://archive.ics.uci.edu/ml/machine-learning-databases/00464/superconduct.zip"

data = pd.read\_csv('train.csv')

data = data.dropna()

data.astype('int64').dtypes

from sklearn.model\_selection import train\_test\_split

from sklearn.model\_selection import KFold

X = scale(data.iloc[:,0:81])

y = scale(data.iloc[:,81].astype('int64'))

X\_train,X\_test,y\_train,y\_test=train\_test\_split(X,y,test\_size=0.25, random\_state=0)

* 1. Use k-fold cross validation on the training set to select the best value(s)of the tuning parameter(s) needed.

To do this I imported GridSearchCV from sklearn.model\_selection and DecisionTreeRegressor from sklearn.tree. I set the tuning parameters equal to max\_depth and min\_samples\_split. I used 10 folds using neg\_mean\_squared\_error as the scoring metric. See code below:

max\_depth\_range = np.arange(1,11,1)

mss\_range = np.arange(2,11,1)

tuned\_parameters\_lr = [{'max\_depth': max\_depth\_range,

'min\_samples\_split': mss\_range, }]

lr = GridSearchCV(DecisionTreeRegressor(), tuned\_parameters\_lr, cv=KFold(n\_splits=10), scoring = 'neg\_mean\_squared\_error')

lr.fit(X\_train.astype('int64'), y\_train)

print(lr.best\_params\_)

Results:

{'max\_depth': 10, 'min\_samples\_split': 6}

* 1. Report the performance of each model on the training set, by reporting the training MSE or RMSE.

Once I had the best parameters I used them to fit my model and make predictions. Below are the results of this model on the training set. See code below:

linear = DecisionTreeRegressor(max\_depth = 10, min\_samples\_split=6)

linear.fit(X\_train.astype('int64'),y\_train)

y\_pred\_lr\_train = linear.predict(X\_train)

from sklearn.metrics import mean\_squared\_error

print("MSE train:", mean\_squared\_error(y\_train,y\_pred\_lr\_train))

Results:

MSE train: 1166.2104074791698

* 1. Report the performance of each model on the testing set, by reporting the training MSE or RMSE.

Using the model fitted using the training data I predicted the values of the test set. See code below:

y\_pred\_lr\_test = linear.predict(X\_test)

print("MSE test:", mean\_squared\_error(y\_test,y\_pred\_lr\_test))

Results:

MSE test: 3489.924348706606

1. Use bagging regression to construct the predictive model. Report also the bagging important variables
   1. NA
   2. Use k-fold cross validation on the training set to select the best value(s)of the tuning parameter(s) needed.

I used GridSearchCV again to choose the best tuning paramaters. I had the command search the values of max\_features, max\_samples, and n\_estimators using 10 folds. This was scored by neg\_mean\_sqaured\_error. See code below:

n\_est\_range = np.arange(10,21,1)

max\_samples\_range = np.arange(1,11,1)

max\_features\_range = np.arange(1,11,1)

tuned\_parameters\_lrbag = [{ 'n\_estimators': n\_est\_range,

'max\_features': max\_features\_range,

'max\_samples\_range': max\_samples\_range

}]

lr\_bag = GridSearchCV(BaggingRegressor(), tuned\_parameters\_lrbag, cv=KFold(n\_splits=10), scoring = 'neg\_mean\_squared\_error')

lr\_bag.fit(X\_train.astype('int64'),y\_train)

print(lr\_bag.best\_params\_)

Results:

{'max\_features': 9, 'max\_samples': 10, 'n\_estimators': 18}

* 1. Report the performance of each model on the training set, by reporting the training MSE or RMSE.

Using these parameters I fit the model using the training set and predicted the values based on the training set predictors. See code below:

linear\_bag = BaggingRegressor(max\_features = 9, max\_samples = 10, n\_estimators = 18)

linear\_bag.fit(X\_train,y\_train)

y\_pred\_lr\_bag\_train = linear\_bag.predict(X\_train)

print("MSE train:", mean\_squared\_error(y\_train,y\_pred\_lr\_bag\_train))

Results:

MSE train: 607.9542514285362

* 1. Report the performance of each model on the testing set, by reporting the training MSE or RMSE.

I repeated this process using the model fitted on the training set in order to predict the values based on the predictors in the test set. See code below:

y\_pred\_lr\_bag\_test = linear\_bag.predict(X\_test)

print("MSE test:", mean\_squared\_error(y\_test,y\_pred\_lr\_bag\_test))

Results:

MSE test: 1462.7433405514475

* 1. Report the important variables

To plot the important variables I first had to calculate the important variables using the feature\_importances\_ attribute of the bagging model. Then I was able to plot by sorting the values by Importance, by row, and by ascending order. See code below (many variables so a cluttered graph was created):

Importance\_linear\_bag = pd.DataFrame({'Importance': linear.feature\_importances\_\*100})

Importance\_linear\_bag.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:
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1. Use random forest regression to construct the predictive model. Report also the random forest important variables.
   1. NA
   2. Use k-fold cross validation on the training set to select the best value(s)of the tuning parameter(s) needed.

Using GridSearchCV and RandomForestRegressor I was able to run a cross validation on the parameters max\_features and n\_estimators. See code below:

n\_est\_rf\_range = np.arange(10,100,10)

tuned\_parameters\_lrrf = [{'max\_features': max\_features\_range,

'n\_estimators': n\_est\_rf\_range

}]

lr\_rf = GridSearchCV(RandomForestRegressor(), tuned\_parameters\_lrrf, cv=KFold(n\_splits=3), scoring = 'neg\_mean\_squared\_error')

lr\_rf.fit(X\_train.astype('int64'),y\_train)

print(lr\_rf.best\_params\_)

Results:

{'max\_features': 4, 'n\_estimators': 90}

* 1. Report the performance of each model on the training set, by reporting the training MSE or RMSE.

Using these parameters I was able to fit the model using the training set predictors and then ran a prediction based on the training set data. See code below:

linear\_rf = RandomForestRegressor(max\_features = 4, n\_estimators = 90)

linear\_rf.fit(X\_train,y\_train)

y\_pred\_lr\_rf\_train = linear\_rf.predict(X\_train)

print("MSE train:", mean\_squared\_error(y\_train,y\_pred\_lr\_rf\_train))

Results:

MSE train: 24.814814445015234

* 1. Report the performance of each model on the testing set, by reporting the training MSE or RMSE.

Using the model fitted from the training data I predicted the values based on the testing set predictors. See code below:

y\_pred\_lr\_rf\_test = lr\_rf.predict(X\_test)

print("MSE test:", mean\_squared\_error(y\_test,y\_pred\_lr\_rf\_test))

Results:

MSE test: 2263.6692258176754

* 1. Report variable importance.

Using the feature\_importances\_ attribute I was able to produce the variable importance on the predictors of this data set. See code below:

Importance\_linear\_rf = pd.DataFrame({'Importance': linear\_rf.feature\_importances\_\*100})

Importance\_linear\_rf.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:

![](data:image/png;base64,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)

1. Use boosting regression to construct the predictive model. Report alsothe boosting important variables.
   1. NA
   2. Use k-fold cross validation on the training set to select the best value(s)of the tuning parameter(s) needed.

Using GridSearchCV and GradientBoostingRegressor functions I was able to test the parameters learning\_rate and n\_estimators. See code below:

learning\_rate\_range = np.arange(0.1,1,0.1)

tuned\_parameters\_lrboost = [{ 'n\_estimators': n\_est\_range,

'learning\_rate': learning\_rate\_range

}]

lr\_boost = GridSearchCV(GradientBoostingRegressor(), tuned\_parameters\_lrboost, cv=KFold(n\_splits=3), scoring = 'neg\_mean\_squared\_error')

lr\_boost.fit(X\_train.astype('int64'),y\_train)

print(lr\_boost.best\_params\_)

Results:

{'learning\_rate': 0.7000000000000001, 'n\_estimators': 20}

* 1. Report the performance of each model on the training set, by reporting the training MSE or RMSE.

Using these parameters I was able to fit the model based on the training set data and then predicted the response values based on the training data. See code below:

linear\_boost = GradientBoostingRegressor(learning\_rate = 0.7, n\_estimators = 20)

linear\_boost.fit(X\_train,y\_train)

y\_pred\_lr\_boost\_train = linear\_boost.predict(X\_train)

print("MSE train:", mean\_squared\_error(y\_train,y\_pred\_lr\_boost\_train))

Results:

MSE train: 147.73998468715249

* 1. Report the performance of each model on the testing set, by reporting the training MSE or RMSE.

Using the model fitted using the training data I predicted the values based off of the predictors in the testing set. See code below:

y\_pred\_lr\_boost\_test = linear\_boost.predict(X\_test)

print("MSE test:", mean\_squared\_error(y\_test,y\_pred\_lr\_boost\_test))

Results:

MSE test: 2142.1142175495447

* 1. Report the variable importance.

Using the feature\_importances\_ attribute I was able to produce the variable importance on the predictors of this data set. See code below:

Importance\_linear\_boost = pd.DataFrame({'Importance': linear\_boost.feature\_importances\_\*100})

Importance\_linear\_boost.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:

![](data:image/png;base64,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)

1. Use linear regression to construct the predictive model.
   1. NA
   2. NA
   3. Report the performance of each model on the training set, by reporting the training MSE or RMSE.

Next I fit the model for the training set using linear regression. Once the model was fit I predicted the values based off the training set predictors. See code below:

linreg = LinearRegression()

linreg.fit(X\_train,y\_train)

y\_pred\_linreg\_train = linreg.predict(X\_train)

print("MSE train:", mean\_squared\_error(y\_train,y\_pred\_linreg\_train))

Results:

MSE train: 307.79638108324053

* 1. Report the performance of each model on the testing set, by reporting the training MSE or RMSE.

Using the model fitted to the training set I predicted the values based off the predictors in the testing set. See code below:

y\_pred\_linreg\_test = linreg.predict(X\_test)

print("MSE test:", mean\_squared\_error(y\_test,y\_pred\_linreg\_test))

Results:

MSE test: 2013.0746173758412

1. Using your predictive models from previous questions above, report thebest predictive model for this dataset. The best predictive model is theone with the smallest training and test errors.

Now that I have calculated the MSE training and testing for each prediciton model. I am able to get the average between the training and testing for each prediciton model. Based off of these averages the Random Forest model produced the most accurate predictions. See code below:

RT\_mse\_avg = (RT\_trainmse + RT\_testmse)/2

LB\_mse\_avg = (LB\_trainmse + LB\_testmse)/2

RF\_mse\_avg = (RF\_trainmse + RF\_testmse)/2

Boost\_mse\_avg = (Boost\_trainmse + Boost\_testmse)/2

lr\_mse\_avg = (lr\_trainmse + lr\_testmse)/2

print("Regression Tree MSE Avg: ", RT\_mse\_avg)

print("Bagging MSE Avg", LB\_mse\_avg)

print("Random Forest MSE Avg", RF\_mse\_avg)

print("Boosting MSE Avg", Boost\_mse\_avg)

print("Linear Regression MSE Avg", lr\_mse\_avg)

Results:

Regression Tree MSE Avg: 2476.3700538932026

Bagging MSE Avg 1254.9433204104066

Random Forest MSE Avg 1144.272213633246

Boosting MSE Avg 1144.7487670157545

Linear Regression MSE Avg 1160.435499229541

**Problem 2**

1. Use classification trees to construct your classifier.

To split the dataset I imported train\_test\_split and the breast cancer data set. I used a 75% split. See code below:

# -\*- coding: utf-8 -\*-

"""

Created on Mon Jun 21 16:47:01 2021

@author: 16319

"""

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import auc, roc\_curve

from sklearn import datasets

from sklearn.metrics import confusion\_matrix, classification\_report, precision\_score

from sklearn.model\_selection import GridSearchCV

from sklearn.svm import SVC

from sklearn import metrics

from sklearn import preprocessing

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import KFold

data\_set = datasets.load\_breast\_cancer()

X= preprocessing.scale(data\_set.data)

y= data\_set.target

X\_train,X\_test,y\_train,y\_test=train\_test\_split(X,y,test\_size=0.25, random\_state=0)

First I imported GridSearchCV and DecisionTreeClassifier. Using these I was able to test the max\_depth and min\_sample\_split parameters. See code below:

max\_depth\_range = np.arange(1,11,1)

mss\_range = np.arange(2,11,1)

tuned\_parameters\_lr = [{'max\_depth': max\_depth\_range,

'min\_samples\_split': mss\_range, }]

lr = GridSearchCV(DecisionTreeClassifier(), tuned\_parameters\_lr, cv=KFold(n\_splits=3), scoring = 'accuracy')

lr.fit(X\_train.astype('int64'), y\_train)

print(lr.best\_params\_)

Results:

{'max\_depth': 9, 'min\_samples\_split': 5}

Using these parameters I was able to fit the data using the training set and then I made my prediction based off of the training set. Once I had the predictions I was able to calculate the misclassification error rate for the training predictions. See code below:

linear = DecisionTreeClassifier(max\_depth = 9, min\_samples\_split=5)

linear.fit(X\_train.astype('int64'),y\_train)

y\_pred\_lr\_train = linear.predict(X\_train)

ct\_mer\_train = 1 - metrics.accuracy\_score(y\_train,y\_pred\_lr\_train)

conf\_\_lr = pd.DataFrame(metrics.confusion\_matrix(y\_train, y\_pred\_lr\_train))

TP\_lr = conf\_\_lr.iloc[0,0]

FP\_lr = conf\_\_lr.iloc[1,0]

FN\_lr = conf\_\_lr.iloc[0,1]

TN\_lr = conf\_\_lr.iloc[1,1]

print("Misclassification Error Rate", ct\_mer\_train)

Results:

Misclassification Error Rate 0.10563380281690138

To produce the confusion matrix for training and testing I used the confusion\_matrix command from sklearn.metrics. Using the values from the confusion matrix I was able to calculate the corresponding metrics. This includes the testing misclassification error rate. See code below:

print("Training Confusion Matrix \n", metrics.confusion\_matrix(y\_train, y\_pred\_lr\_train))

print("Recall:", TP\_lr/(TP\_lr+FN\_lr))

print("Specificity:", TN\_lr/(TN\_lr+FP\_lr))

print("Fallout:", FP\_lr/(FP\_lr + TN\_lr))

print("PPV:", TP\_lr/(TP\_lr + FP\_lr))

print("Accuracy:", (TP\_lr + TN\_lr)/(TP\_lr +TN\_lr + FP\_lr + FN\_lr))

y\_pred\_lr\_test = linear.predict(X\_test)

ct\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_lr\_test)

print("Misclassification Error Rate", ct\_mer\_test)

print("Testing Confusion Matrix \n", metrics.confusion\_matrix(y\_test, y\_pred\_lr\_test))

ct\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_lr\_test)

conf\_\_lr1 = pd.DataFrame(metrics.confusion\_matrix(y\_test, y\_pred\_lr\_test))

TP\_lr1 = conf\_\_lr1.iloc[0,0]

FP\_lr1 = conf\_\_lr1.iloc[1,0]

FN\_lr1 = conf\_\_lr1.iloc[0,1]

TN\_lr1 = conf\_\_lr1.iloc[1,1]

print("Misclassification Error Rate", ct\_mer\_test)

print("Recall:", TP\_lr1/(TP\_lr1+FN\_lr1))

print("Specificity:", TN\_lr1/(TN\_lr1+FP\_lr1))

print("Fallout:", FP\_lr1/(FP\_lr1 + TN\_lr1))

print("PPV:", TP\_lr1/(TP\_lr1 + FP\_lr1))

print("Accuracy:", (TP\_lr1 + TN\_lr1)/(TP\_lr1 +TN\_lr1 + FP\_lr1 + FN\_lr1))

Results:

Training Confusion Matrix

[[154 5]

[ 40 227]]

Recall: 0.9685534591194969

Specificity: 0.850187265917603

Fallout: 0.149812734082397

PPV: 0.7938144329896907

Accuracy: 0.8943661971830986

Misclassification Error Rate 0.1398601398601399

Testing Confusion Matrix

[[49 4]

[16 74]]

Misclassification Error Rate 0.1398601398601399

Recall: 0.9245283018867925

Specificity: 0.8222222222222222

Fallout: 0.17777777777777778

PPV: 0.7538461538461538

Accuracy: 0.8601398601398601

1. Use bagging classification to construct your classifier. Report also the bagging important variables.
   1. NA
   2. .

Using GridSearchCV and BaggingClassifier() I was able to test the parameters n\_estimators, max\_samples, and max\_features. See code below:

n\_est\_range = np.arange(1,101,10)

max\_sample\_range = np.arange(1,10,1)

max\_features\_range = np.arange(1,10,1)

tuned\_parameters\_bag = [{ 'n\_estimators': n\_est\_range,

'max\_samples': max\_sample\_range,

'max\_features': max\_features\_range

}]

bag = GridSearchCV(BaggingClassifier(), tuned\_parameters\_bag, cv=KFold(n\_splits=3), scoring = 'accuracy')

bag.fit(X\_train.astype('int64'), y\_train)

print(bag.best\_params\_)

Results:

{'max\_features': 7, 'max\_samples': 9, 'n\_estimators': 51}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

bagging = BaggingClassifier(max\_features = 7, max\_samples = 9, n\_estimators = 51)

bagging.fit(X\_train.astype('int64'),y\_train)

y\_pred\_bag\_train = bagging.predict(X\_train)

bag\_mer\_train = 1 - metrics.accuracy\_score(y\_train,y\_pred\_bag\_train)

conf\_\_bag = pd.DataFrame(metrics.confusion\_matrix(y\_train, y\_pred\_bag\_train))

TP\_bag = conf\_\_bag.iloc[0,0]

FP\_bag = conf\_\_bag.iloc[1,0]

FN\_bag = conf\_\_bag.iloc[0,1]

TN\_bag = conf\_\_bag.iloc[1,1]

print("Misclassification Error Rate", bag\_mer\_train)

print("Training Confusion Matrix \n", metrics.confusion\_matrix(y\_train, y\_pred\_bag\_train))

print("Recall:", TP\_bag/(TP\_bag+FN\_bag))

print("Specificity:", TN\_bag/(TN\_bag+FP\_bag))

print("Fallout:", FP\_bag/(FP\_bag + TN\_bag))

print("PPV:", TP\_bag/(TP\_bag + FP\_bag))

print("Accuracy:", (TP\_bag + TN\_bag)/(TP\_bag +TN\_bag + FP\_bag + FN\_bag))

y\_pred\_bag\_test = bagging.predict(X\_test)

bag\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_bag\_test)

print("Misclassification Error Rate", bag\_mer\_test)

print("Testing Confusion Matrix \n", metrics.confusion\_matrix(y\_test, y\_pred\_bag\_test))

bag\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_bag\_test)

conf\_\_bag1 = pd.DataFrame(metrics.confusion\_matrix(y\_test, y\_pred\_bag\_test))

TP\_bag1 = conf\_\_bag1.iloc[0,0]

FP\_bag1 = conf\_\_bag1.iloc[1,0]

FN\_bag1 = conf\_\_bag1.iloc[0,1]

TN\_bag1 = conf\_\_bag1.iloc[1,1]

print("Misclassification Error Rate", bag\_mer\_test)

print("Recall:", TP\_bag1/(TP\_bag1+FN\_bag1))

print("Specificity:", TN\_bag1/(TN\_bag1+FP\_bag1))

print("Fallout:", FP\_bag1/(FP\_bag1 + TN\_bag1))

print("PPV:", TP\_bag1/(TP\_bag1 + FP\_bag1))

print("Accuracy:", (TP\_bag1 + TN\_bag1)/(TP\_bag1 +TN\_bag1 + FP\_bag1 + FN\_bag1))

Results:

Misclassification Error Rate 0.07276995305164324

Training Confusion Matrix

[[129 30]

[ 1 266]]

Recall: 0.8113207547169812

Specificity: 0.9962546816479401

Fallout: 0.003745318352059925

PPV: 0.9923076923076923

Accuracy: 0.9272300469483568

Testing Confusion Matrix

[[43 10]

[ 0 90]]

Misclassification Error Rate 0.0699300699300699

Recall: 0.8113207547169812

Specificity: 1.0

Fallout: 0.0

PPV: 1.0

Accuracy: 0.9300699300699301

f.

Using the feature\_importances attribute I was able to produce the variable importance on this model. See code below:

Importance\_bagging = pd.DataFrame({'Importance': linear.feature\_importances\_\*100},

index=X.columns)

Importance\_bagging.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:
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1. Use random forest classification to construct your classifier. Report also the random forest important variables.
   1. NA
   2. .

Using GridSearchCV and and RandomForestClassifier I was able to test the parameters n\_estimators, max\_depth, and min\_samples\_split. See code below:

n\_estim\_range = np.arange(80,120,10)

max\_depth\_range = np.arange(1,10,1)

min\_samples\_range = np.arange(2,10,1)

tuned\_parameters\_rf = [{ 'n\_estimators': n\_estim\_range,

'max\_depth': max\_depth\_range,

'min\_samples\_split': min\_samples\_range

}]

rf = GridSearchCV(RandomForestClassifier(), tuned\_parameters\_rf, cv=KFold(n\_splits=3), scoring = 'accuracy')

rf.fit(X\_train.astype('int64'), y\_train)

print(rf.best\_params\_)

Results:

{'max\_depth': 8, 'min\_samples\_split': 3, 'n\_estimators': 80}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

rforest = RandomForestClassifier(max\_depth = 8, min\_samples\_split = 3, n\_estimators = 80)

rforest.fit(X\_train.astype('int64'),y\_train)

y\_pred\_rf\_train = rforest.predict(X\_train)

rf\_mer\_train = 1 - metrics.accuracy\_score(y\_train,y\_pred\_rf\_train)

conf\_\_rf = pd.DataFrame(metrics.confusion\_matrix(y\_train, y\_pred\_rf\_train))

TP\_rf = conf\_\_rf.iloc[0,0]

FP\_rf = conf\_\_rf.iloc[1,0]

FN\_rf = conf\_\_rf.iloc[0,1]

TN\_rf = conf\_\_rf.iloc[1,1]

print("Misclassification Error Rate", rf\_mer\_train)

print("Training Confusion Matrix \n", metrics.confusion\_matrix(y\_train, y\_pred\_rf\_train))

print("Recall:", TP\_rf/(TP\_rf+FN\_rf))

print("Specificity:", TN\_rf/(TN\_rf+FP\_rf))

print("Fallout:", FP\_rf/(FP\_rf + TN\_rf))

print("PPV:", TP\_rf/(TP\_rf + FP\_rf))

print("Accuracy:", (TP\_rf + TN\_rf)/(TP\_rf +TN\_rf + FP\_rf + FN\_rf))

y\_pred\_rf\_test = rforest.predict(X\_test)

rf\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_rf\_test)

print("Misclassification Error Rate", rf\_mer\_test)

print("Testing Confusion Matrix \n", metrics.confusion\_matrix(y\_test, y\_pred\_rf\_test))

rf\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_rf\_test)

conf\_\_rf1 = pd.DataFrame(metrics.confusion\_matrix(y\_test, y\_pred\_rf\_test))

TP\_rf1 = conf\_\_rf1.iloc[0,0]

FP\_rf1 = conf\_\_rf1.iloc[1,0]

FN\_rf1 = conf\_\_rf1.iloc[0,1]

TN\_rf1 = conf\_\_rf1.iloc[1,1]

print("Misclassification Error Rate", rf\_mer\_test)

print("Recall:", TP\_rf1/(TP\_rf1+FN\_rf1))

print("Specificity:", TN\_rf1/(TN\_rf1+FP\_rf1))

print("Fallout:", FP\_rf1/(FP\_rf1 + TN\_rf1))

print("PPV:", TP\_rf1/(TP\_rf1 + FP\_rf1))

print("Accuracy:", (TP\_rf1 + TN\_rf1)/(TP\_rf1 +TN\_rf1 + FP\_rf1 + FN\_rf1))

Results:

Misclassification Error Rate 0.05868544600938963

Training Confusion Matrix

[[148 11]

[ 14 253]]

Recall: 0.9308176100628931

Specificity: 0.947565543071161

Fallout: 0.052434456928838954

PPV: 0.9135802469135802

Accuracy: 0.9413145539906104

Misclassification Error Rate 0.0699300699300699

Testing Confusion Matrix

[[48 5]

[ 5 85]]

Misclassification Error Rate 0.0699300699300699

Recall: 0.9056603773584906

Specificity: 0.9444444444444444

Fallout: 0.05555555555555555

PPV: 0.9056603773584906

Accuracy: 0.9300699300699301

* 1. .

Using the feature\_importances attribute I was able to produce the variable importance on this model. See code below:

Importance\_rforest = pd.DataFrame({'Importance': rforest.feature\_importances\_\*100})

Importance\_rforest.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:
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1. Use boosting classification to construct your classifier. Report also the boosting important variables.
   1. NA
   2. .

Using GridSearchCV and GradientBoostingClassifier I was able to test the parameters learn\_rate, subsample, and n\_estimators. See code below:

learn\_rate\_range = np.arange(0.1,1,.1)

subsample\_range = np.arange(0.1,1,.1)

tuned\_parameters\_boost = [{ 'learning\_rate': learn\_rate\_range,

'n\_estimators': n\_estim\_range,

'subsample': subsample\_range

}]

boost = GridSearchCV(GradientBoostingClassifier(), tuned\_parameters\_boost, cv=KFold(n\_splits=3), scoring = 'accuracy')

boost.fit(X\_train.astype('int64'), y\_train)

print(boost.best\_params\_)

Results:

{'max\_depth': 8, 'min\_samples\_split': 3, 'n\_estimators': 80}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

boosting = GradientBoostingClassifier(learning\_rate = 0.1, n\_estimators = 90, subsample = 0.30000000000000004)

boosting.fit(X\_train.astype('int64'),y\_train)

y\_pred\_boost\_train = boosting.predict(X\_train)

boost\_mer\_train = 1 - metrics.accuracy\_score(y\_train,y\_pred\_boost\_train)

conf\_\_boost = pd.DataFrame(metrics.confusion\_matrix(y\_train, y\_pred\_boost\_train))

TP\_boost = conf\_\_boost.iloc[0,0]

FP\_boost = conf\_\_boost.iloc[1,0]

FN\_boost = conf\_\_boost.iloc[0,1]

TN\_boost = conf\_\_boost.iloc[1,1]

print("Misclassification Error Rate", boost\_mer\_train)

print("Training Confusion Matrix \n", metrics.confusion\_matrix(y\_train, y\_pred\_boost\_train))

print("Recall:", TP\_boost/(TP\_boost+FN\_boost))

print("Specificity:", TN\_boost/(TN\_boost+FP\_boost))

print("Fallout:", FP\_boost/(FP\_boost + TN\_boost))

print("PPV:", TP\_boost/(TP\_boost + FP\_boost))

print("Accuracy:", (TP\_boost + TN\_boost)/(TP\_boost +TN\_boost + FP\_boost + FN\_boost))

y\_pred\_boost\_test = boosting.predict(X\_test)

boost\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_boost\_test)

print("Misclassification Error Rate", boost\_mer\_test)

print("Testing Confusion Matrix \n", metrics.confusion\_matrix(y\_test, y\_pred\_boost\_test))

boost\_mer\_test = 1 - metrics.accuracy\_score(y\_test,y\_pred\_boost\_test)

conf\_\_boost1 = pd.DataFrame(metrics.confusion\_matrix(y\_test, y\_pred\_boost\_test))

TP\_boost1 = conf\_\_boost1.iloc[0,0]

FP\_boost1 = conf\_\_boost1.iloc[1,0]

FN\_boost1 = conf\_\_boost1.iloc[0,1]

TN\_boost1 = conf\_\_boost1.iloc[1,1]

print("Misclassification Error Rate", boost\_mer\_test)

print("Recall:", TP\_boost1/(TP\_boost1+FN\_boost1))

print("Specificity:", TN\_boost1/(TN\_boost1+FP\_boost1))

print("Fallout:", FP\_boost1/(FP\_boost1 + TN\_boost1))

print("PPV:", TP\_boost1/(TP\_boost1 + FP\_boost1))

print("Accuracy:", (TP\_boost1 + TN\_boost1)/(TP\_boost1 +TN\_boost1 + FP\_boost1 + FN\_boost1))

Results:

Misclassification Error Rate 0.07511737089201875

Training Confusion Matrix

[[151 8]

[ 24 243]]

Recall: 0.949685534591195

Specificity: 0.9101123595505618

Fallout: 0.0898876404494382

PPV: 0.8628571428571429

Accuracy: 0.9248826291079812

Misclassification Error Rate 0.11888111888111885

Testing Confusion Matrix

[[47 6]

[11 79]]

Misclassification Error Rate 0.11888111888111885

Recall: 0.8867924528301887

Specificity: 0.8777777777777778

Fallout: 0.12222222222222222

PPV: 0.8103448275862069

Accuracy: 0.8811188811188811

* 1. .

Using the feature\_importances attribute I was able to produce the variable importance on this model. See code below:

Importance\_boosting = pd.DataFrame({'Importance': boosting.feature\_importances\_\*100})

Importance\_boosting.sort\_values(by = 'Importance',

axis = 0,

ascending = True). plot(kind = 'barh',

color = 'r', )

plt.xlabel('Variable Importance')

plt.gca().legend\_ = None

Results:
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1. Use SVM with linear kernel to construct your classifier.
   1. NA
   2. .

Using GridSearchCV and SVC commands I was able to test the parameter C for the linear kernel. See code below:

c\_range = np.arange(1,100,1)

tuned\_parameters = [{'C': c\_range}]

clf = GridSearchCV(SVC(kernel='linear'), tuned\_parameters, cv=10, scoring='accuracy')

clf.fit(X\_train, y\_train)

print(clf.best\_params\_)

Results:

{'C': 1}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

svm = SVC(C=1, kernel='linear', probability=True)

svm.fit(X\_train, y\_train)

y\_pred\_linear\_train= svm.predict(X\_train)

#print(classification\_report(y\_train, y\_pred\_linear\_train, digits=3))

print(confusion\_matrix(y\_train, clf.best\_estimator\_.predict(X\_train)))

conf\_l = pd.DataFrame(confusion\_matrix(y\_train, clf.best\_estimator\_.predict(X\_train)))

TPl = conf\_l.iloc[0,0]

FPl = conf\_l.iloc[1,0]

FNl = conf\_l.iloc[0,1]

TNl = conf\_l.iloc[1,1]

print("Recall:", TPl/(TPl+FNl))

print("Specificity:", TNl/(TNl+FPl))

print("Fallout:", FPl/(FPl + TNl))

print("PPV:", TPl/(TPl + FPl))

print("Accuracy:", (TPl + TNl)/(TPl +TNl + FPl + FNl))

svm\_lr\_mer\_train = 1 - ((TPl + TNl)/(TPl +TNl + FPl + FNl))

print("Mislcassification Rate:", svm\_lr\_mer\_train)

y\_pred\_linear\_test = svm.predict(X\_test)

#print(classification\_report(y\_test, y\_pred\_linear\_test, digits=3))

print(confusion\_matrix(y\_test, clf.best\_estimator\_.predict(X\_test)))

conf\_l1 = pd.DataFrame(confusion\_matrix(y\_test, clf.best\_estimator\_.predict(X\_test)))

TPl1 = conf\_l1.iloc[0,0]

FPl1 = conf\_l1.iloc[1,0]

FNl1 = conf\_l1.iloc[0,1]

TNl1 = conf\_l1.iloc[1,1]

print("Recall:", TPl1/(TPl1+FNl1))

print("Specificity:", TNl1/(TNl1+FPl1))

print("Fallout:", FPl1/(FPl1 + TNl1))

print("PPV:", TPl1/(TPl1 + FPl1))

print("Accuracy:", (TPl1 + TNl1)/(TPl1 +TNl1 + FPl1 + FNl1))

svm\_lr\_mer\_test = 1 - ((TPl1 + TNl1)/(TPl1 +TNl1 + FPl1 + FNl1))

print("Mislcassification Rate:", svm\_lr\_mer\_test)

Results:

[[155 4]

[ 2 265]]

Recall: 0.9748427672955975

Specificity: 0.9925093632958801

Fallout: 0.00749063670411985

PPV: 0.9872611464968153

Accuracy: 0.9859154929577465

Mislcassification Rate: 0.014084507042253502

[[51 2]

[ 2 88]]

Recall: 0.9622641509433962

Specificity: 0.9777777777777777

Fallout: 0.022222222222222223

PPV: 0.9622641509433962

Accuracy: 0.972027972027972

Mislcassification Rate: 0.027972027972028024

1. Use SVM with polynomial kernel to construct your classifier.
   1. .
   2. .

Using GridSearchCV and SVC(kernel=’poly’) I was able to test the parameters C, gamma, and degree. See code below:

c\_range\_poly = np.arange(1,100,1)

gamma\_range\_poly = np.arange(0.01,0.05,0.01)

degree\_range = np.arange(1,10,1)

tuned\_parameters\_poly = [{'C': c\_range\_poly,

'degree': degree\_range,

'gamma': gamma\_range\_poly}]

clf\_poly = GridSearchCV(SVC(kernel='poly'), tuned\_parameters\_poly, cv=3, scoring='accuracy')

clf\_poly.fit(X\_train, y\_train)

print(clf\_poly.best\_params\_)

Results:

{'C': 3, 'degree': 1, 'gamma': 0.03}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

svm\_poly = SVC(C=3, kernel='poly', gamma=0.03, degree = 1, probability=True)

svm\_poly.fit(X\_train, y\_train)

y\_pred\_poly\_train = svm\_poly.predict(X\_train)

#print(classification\_report(y\_train, y\_pred\_poly\_train, digits=3))

print(confusion\_matrix(y\_train, clf\_poly.best\_estimator\_.predict(X\_train)))

conf\_poly = pd.DataFrame(confusion\_matrix(y\_train, clf\_poly.best\_estimator\_.predict(X\_train)))

TP\_poly = conf\_poly.iloc[0,0]

FP\_poly = conf\_poly.iloc[1,0]

FN\_poly = conf\_poly.iloc[0,1]

TN\_poly = conf\_poly.iloc[1,1]

print("Recall:", TP\_poly/(TP\_poly+FN\_poly))

print("Specificity:", TN\_poly/(TN\_poly+FP\_poly))

print("Fallout:", FP\_poly/(FP\_poly + TN\_poly))

print("PPV:", TP\_poly/(TP\_poly + FP\_poly))

print("Accuracy:", (TP\_poly + TN\_poly)/(TP\_poly +TN\_poly + FP\_poly + FN\_poly))

svm\_poly\_mer\_train = 1 - ((TP\_poly + TN\_poly)/(TP\_poly +TN\_poly + FP\_poly + FN\_poly))

print("Mislcassification Rate:", svm\_poly\_mer\_train)

y\_pred\_poly\_test = svm\_poly.predict(X\_test)

#print(classification\_report(y\_test, y\_pred\_poly\_test, digits=3))

print(confusion\_matrix(y\_test, clf\_poly.best\_estimator\_.predict(X\_test)))

conf\_\_poly1 = pd.DataFrame(confusion\_matrix(y\_test, clf\_poly.best\_estimator\_.predict(X\_test)))

TP\_poly1 = conf\_\_poly1.iloc[0,0]

FP\_poly1 = conf\_\_poly1.iloc[1,0]

FN\_poly1 = conf\_\_poly1.iloc[0,1]

TN\_poly1 = conf\_\_poly1.iloc[1,1]

print("Recall:", TP\_poly1/(TP\_poly1+FN\_poly1))

print("Specificity:", TN\_poly1/(TN\_poly1+FP\_poly1))

print("Fallout:", FP\_poly1/(FP\_poly1 + TN\_poly1))

print("PPV:", TP\_poly1/(TP\_poly1 + FP\_poly1))

print("Accuracy:", (TP\_poly1 + TN\_poly1)/(TP\_poly1 +TN\_poly1 + FP\_poly1 + FN\_poly1))

svm\_poly\_mer\_test = 1 - ((TP\_poly1 + TN\_poly1)/(TP\_poly1 +TN\_poly1 + FP\_poly1 + FN\_poly1))

print("Mislcassification Rate:", svm\_poly\_mer\_test)

Results:

[[155 4]

[ 1 266]]

Recall: 0.9748427672955975

Specificity: 0.9962546816479401

Fallout: 0.003745318352059925

PPV: 0.9935897435897436

Accuracy: 0.9882629107981221

Mislcassification Rate: 0.011737089201877882

[[50 3]

[ 2 88]]

Recall: 0.9433962264150944

Specificity: 0.9777777777777777

Fallout: 0.022222222222222223

PPV: 0.9615384615384616

Accuracy: 0.965034965034965

Mislcassification Rate: 0.034965034965035

1. Use SVM with Gaussian (RBF) kernel to construct your classifier.
   1. NA
   2. .

Using GridSearchCV and SVC(kernel=’rbf’) I was able to test the parameters C and gamma. See code below:

c\_range\_rbf = np.arange(1,100,1)

gamma\_range\_rbf = np.arange(0.01,0.05,0.01)

tuned\_parameters\_rbf = [{'C': c\_range\_rbf,

'gamma': gamma\_range\_rbf}]

clf\_rbf = GridSearchCV(SVC(kernel='rbf'), tuned\_parameters\_rbf, cv=3, scoring='accuracy')

clf\_rbf.fit(X\_train, y\_train)

print(clf\_rbf.best\_params\_)

Results:

{'C': 5, 'gamma': 0.01}

* 1. .
  2. .
  3. .

Using these parameters I was able to fit the prediction model based off of the training set data. Once this was fit properly I was able to make predictions on both the training and testing sets. Once these predictions were made I was able to produce the confusion matrix and corresponding metrics as well as the misclassification error rate. See code below:

svm\_rbf = SVC(C=5, kernel='rbf', gamma=0.01, probability = True)

svm\_rbf.fit(X\_train, y\_train)

y\_pred\_rbf\_train = svm\_rbf.predict(X\_train)

#print(classification\_report(y\_train, y\_pred\_rbf\_train, digits=3))

print(confusion\_matrix(y\_train, clf\_rbf.best\_estimator\_.predict(X\_train)))

conf\_rbf = pd.DataFrame(confusion\_matrix(y\_train, clf\_rbf.best\_estimator\_.predict(X\_train)))

TP\_rbf = conf\_rbf.iloc[0,0]

FP\_rbf = conf\_rbf.iloc[1,0]

FN\_rbf = conf\_rbf.iloc[0,1]

TN\_rbf = conf\_rbf.iloc[1,1]

print("Recall:", TP\_rbf/(TP\_rbf+FN\_rbf))

print("Specificity:", TN\_rbf/(TN\_rbf+FP\_rbf))

print("Fallout:", FP\_rbf/(FP\_rbf + TN\_rbf))

print("PPV:", TP\_rbf/(TP\_rbf + FP\_rbf))

print("Accuracy:", (TP\_rbf + TN\_rbf)/(TP\_rbf +TN\_rbf + FP\_rbf + FN\_rbf))

svm\_rbf\_mer\_train = 1 - ((TP\_rbf + TN\_rbf)/(TP\_rbf +TN\_rbf + FP\_rbf + FN\_rbf))

print("Mislcassification Rate:", svm\_rbf\_mer\_train)

y\_pred\_rbf\_test = svm\_rbf.predict(X\_test)

#print(classification\_report(y\_test, y\_pred\_rbf\_test, digits=3))

print(confusion\_matrix(y\_test, clf\_rbf.best\_estimator\_.predict(X\_test)))

conf\_\_rbf1 = pd.DataFrame(confusion\_matrix(y\_test, clf\_rbf.best\_estimator\_.predict(X\_test)))

TP\_rbf1 = conf\_\_rbf1.iloc[0,0]

FP\_rbf1 = conf\_\_rbf1.iloc[1,0]

FN\_rbf1 = conf\_\_rbf1.iloc[0,1]

TN\_rbf1 = conf\_\_rbf1.iloc[1,1]

print("Recall:", TP\_rbf1/(TP\_rbf1+FN\_rbf1))

print("Specificity:", TN\_rbf1/(TN\_rbf1+FP\_rbf1))

print("Fallout:", FP\_rbf1/(FP\_rbf1 + TN\_rbf1))

print("PPV:", TP\_rbf1/(TP\_rbf1 + FP\_rbf1))

print("Accuracy:", (TP\_rbf1 + TN\_rbf1)/(TP\_rbf1 +TN\_rbf1 + FP\_rbf1 + FN\_rbf1))

svm\_rbf\_mer\_test = 1 - ((TP\_rbf1 + TN\_rbf1)/(TP\_rbf1 +TN\_rbf1 + FP\_rbf1 + FN\_rbf1))

print("Mislcassification Rate:", svm\_rbf\_mer\_test)

Results:

[[154 5]

[ 1 266]]

Recall: 0.9685534591194969

Specificity: 0.9962546816479401

Fallout: 0.003745318352059925

PPV: 0.9935483870967742

Accuracy: 0.9859154929577465

Mislcassification Rate: 0.014084507042253502

[[51 2]

[ 2 88]]

Recall: 0.9622641509433962

Specificity: 0.9777777777777777

Fallout: 0.022222222222222223

PPV: 0.9622641509433962

Accuracy: 0.972027972027972

Mislcassification Rate: 0.027972027972028024

1. Compare the different methods by using ROC curves and AUC. Plot the ROC curves on the same graph.

To produce this graph I first calculated the true and false positive rates on each model. Once I obtained this I was able to plot these values. See code below:

#linear kernel

y\_pred\_linear\_prob = svm.predict\_proba(X\_test)

fpr\_lr, tpr\_lr, thresholds = roc\_curve(y\_test, y\_pred\_linear\_prob[: , 1], pos\_label= 1)

print("SVMClassifier (linear kernel): {0}".format(auc(fpr\_lr,tpr\_lr)))

#polynomial kernel

y\_pred\_poly\_prob = svm\_poly.predict\_proba(X\_test)

fpr\_poly, tpr\_poly, thresholds\_poly = roc\_curve(y\_test, y\_pred\_poly\_prob[:,1], pos\_label= 1)

print("SVMClassifier (polynomial kernel): {0}".format(auc(fpr\_poly,tpr\_poly)))

#rbf kernel

y\_pred\_rbf\_prob = svm\_rbf.predict\_proba(X\_test)

fpr\_rbf, tpr\_rbf, thresholds\_rbf = roc\_curve(y\_test, y\_pred\_rbf\_prob[:,1], pos\_label= 1)

print("SVMClassifier (rbf kernel): {0}".format(auc(fpr\_rbf,tpr\_rbf)))

#classification tree

y\_pred\_clf\_prob = linear.predict\_proba(X\_test)

fpr\_clf, tpr\_clf, thresholds\_clf = roc\_curve(y\_test, y\_pred\_clf\_prob[:,1], pos\_label= 1)

print("Classification Tree: {0}".format(auc(fpr\_clf,tpr\_clf)))

#bagging

y\_pred\_bag\_prob = bagging.predict\_proba(X\_test)

fpr\_bag, tpr\_bag, thresholds\_bag = roc\_curve(y\_test, y\_pred\_bag\_prob[:,1], pos\_label= 1)

print("Bagging: {0}".format(auc(fpr\_bag,tpr\_bag)))

#random forest

y\_pred\_rf\_prob = rforest.predict\_proba(X\_test)

fpr\_rf, tpr\_rf, thresholds\_rf = roc\_curve(y\_test, y\_pred\_rf\_prob[:,1], pos\_label= 1)

print("Random Forest: {0}".format(auc(fpr\_rf,tpr\_rf)))

#boosting

y\_pred\_boost\_prob = boosting.predict\_proba(X\_test)

fpr\_boost, tpr\_boost, thresholds\_boost = roc\_curve(y\_test, y\_pred\_boost\_prob[:,1], pos\_label= 1)

print("Random Forest: {0}".format(auc(fpr\_boost,tpr\_boost)))

# Plot ROC curve now

fig = plt.figure(figsize=(12,10))

ax = fig.add\_subplot(111)

# Connect diagonals

ax.plot([0, 1], [0, 1], ls="--")

# Labels etc

ax.set\_xlabel('False Positive Rate')

ax.set\_ylabel('True Positive Rate')

ax.set\_title('ROC curve')

# Set graph limits

ax.set\_xlim([0.0, 1.0])

ax.set\_ylim([0.0, 1.0])

# Plot each graph now

#ax.plot([fpr\_lr, fpr\_poly, fpr\_rbf],[tpr\_lr, tpr\_poly, tpr\_rbf], label = ["lr","poly","rbf"])

#ax.plot(fpr\_lr, tpr\_lr, 'linear', fpr\_poly, tpr\_poly, 'poly', fpr\_rbf, tpr\_rbf, 'rbf')

ax.plot(fpr\_lr,tpr\_lr,label = 'linear')

ax.plot(fpr\_poly,tpr\_poly,label='poly')

ax.plot(fpr\_rbf,tpr\_rbf,label='rbf')

ax.plot(fpr\_clf,tpr\_clf,label='clf\_tree')

ax.plot(fpr\_bag,tpr\_bag,label='bagging')

ax.plot(fpr\_rf,tpr\_rf,label='random\_forest')

ax.plot(fpr\_boost,tpr\_boost,label='boosting')

ax.plot()

# Set legend and show plot

ax.legend(loc="lower right")

plt.show()

Results:

SVMClassifier (linear kernel): 0.9941299790356394

SVMClassifier (polynomial kernel): 0.9966457023060797

SVMClassifier (rbf kernel): 0.9987421383647799

Classification Tree: 0.9277777777777778

Bagging: 0.9746331236897275

Random Forest: 0.979874213836478

Random Forest: 0.9679245283018869
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1. Using the classifiers from previous questions above, report the best classifier for this dataset. The best classifier is the one with the smallest training and test misclassification errors.

First I calculated the average misclassification error rate between the training and testing for each model. Then I was able to see that support vector model using rbf/linear kernels was the best model for this data set. See code below:

#Best Classifier

ct\_mer\_avg = (ct\_mer\_train + ct\_mer\_test)/2

bag\_mer\_avg = (bag\_mer\_train + bag\_mer\_test)/2

rf\_mer\_avg = (rf\_mer\_train + rf\_mer\_test)/2

boost\_mer\_avg = (boost\_mer\_train + boost\_mer\_test)/2

svm\_lr\_mer\_avg = (svm\_lr\_mer\_train + svm\_lr\_mer\_test)/2

svm\_poly\_mer\_avg = (svm\_poly\_mer\_train + svm\_poly\_mer\_test)/2

svm\_rbf\_mer\_avg = (svm\_rbf\_mer\_train + svm\_rbf\_mer\_test)/2

print("Classification Tree MER:", ct\_mer\_avg)

print("Bagging MER", bag\_mer\_avg)

print("Random Forest MER", rf\_mer\_avg)

print("Boosting MER", boost\_mer\_avg)

print("SVM linear MER", svm\_lr\_mer\_avg)

print("SVM poly MER", svm\_poly\_mer\_avg)

print("SVM\_rbf\_MER", svm\_rbf\_mer\_avg)

Results:

Classification Tree MER: 0.11223283758495023

Bagging MER 0.07135001149085657

Random Forest MER 0.06430775796972976

Boosting MER 0.0969992448865688

SVM linear MER 0.021028267507140763

SVM poly MER 0.023351062083456442

SVM\_rbf\_MER 0.021028267507140763